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Abstract


This paper illustrates how event/use case modelling is used to identify, define and access requirements process patterns. Event/use case partitioning is widely used as a way of breaking a system into manageable, business-related chunks. Each event/use case is then the subject of detailed analysis, design and implementation. This paper illustrates how event/use case modelling can also be used as the basis for identifying and defining requirements process patterns. A process pattern is also used to identify the appropriate requirements data pattern. Given a book of requirements process patterns, each project uses context analysis and event/use case partitioning as a way of accessing relevant patterns.





Note: the terms event (reference McMenamin and Palmer ‘84) and “use case” (Jacobson ‘92) to mean the same thing. I acknowledge that there are some differences in application and notation, but for the purpose of identifying and using process patterns the models are interchangeable. 
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�
What is a Requirements Process Pattern?


A requirements process pattern captures the processing policy that responds to a specific business event or use case. Each process pattern is bounded by its own input, output and stored data and can be treated as a mini system. Requirements process patterns are similar to the building patterns specified in Christopher Alexander’s Pattern Language (Alexander ‘77). Requirements process patterns are used at the start of a project to help specify user requirements. Of course in order to be able to use the patterns they must first be discovered and defined. The discovery is done by  making abstractions from event-response or use case models. The definition is done by using a combination of modelling techniques designed to facilitate capture and avoid repetition.








An Example


Suppose that you are working on a system for a book shop. One of the events/use cases within your context is: Customer wants to buy a book. Figure 1 is a summary of the system’s processing in response to the event. When the Customer places an Order For Book the system responds with some combination of: Refused Book Order, Out Of Print Book, Back Order Notification, Invoice For Book + Physical Book.
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Figure 1: A summary of the system’s response to the event: Customer wants to buy a book.





Notice that in order to carry out its processing policy in response to this event, the system needs to have access to stored information about: Customer and Book and the system records some information about Back Order and Invoice. The system also needs access to the physical books on the Bookshelf.





In order to understand more details of the system’s processing policy we can trace the event response/use case through the system and identify the individual processes. The more detailed event-response process model in Figure 2 shows us that the Order For Book is input to the Check Customer Credit process. The process uses the stored Customer Credit Status to produce either a Refused Book Order, which goes back to the Customer, or  Approved Book Order, which is input to another process in the system. The event-response continues to trigger processes within the system until all of the ripple effects either stop at a store of data or return to the customer.
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Figure 2: Details of the system’s response to the event: Customer wants to buy a book.








The model is made more precise by defining all of the terms that are used and by specifying the detailed processing policy for each process. For example, Order For Book could be defined as a flow of data containing:





Customer Name


Customer Address


Book ISBN Number


Book Title


Book Author





Similarly,  Customer could be defined as a store containing the following information for each Customer:





Customer Name


Customer Address


Customer Credit Status


Customer Discount Rate





The definition process continues until each elemental term is defined:





Customer Name is the identifier for a Customer





Customer Credit Status is Payments Up To Date or Payment Overdue








The processing policy for Check Customer Credit could be specified as:





Look for the stored Customer Credit Status that corresponds to the name and address in the Order For Book


If a match is found


	If Customer Credit Status shows payments are up to date


		then produce an Approved Book Order


	else (credit is not OK)


		produce a Refused Book Order


else (a match is not found)


	record a New Customer


	produce an Approved Book Order


	


	


The processes, interfaces and stored data components of this event-response/use case model are a specification for how this particular system responds to the event: Customer wants to buy a book. Now suppose that we have built other event/use case models for similar events in other systems. Then we could use those event/use case models as the raw material for discovering a reusable requirements process pattern.





	


Similarities and Differences


Let’s look at another event response/use case before considering how we can discover more useful generic requirements processing patterns. Figure 3 is an event response/use case model for the event: Customer wants to buy a service. 
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Figure 3: The system’s response to the event: Customer wants to buy a consulting service.





This system is dealing with the supply of consulting services. At first glance the supply of consulting services has very little in common with our previous example which is filling book orders. However we can discover many similarities by making abstractions. In the first example the subject matter is concerned with supplying books to customers. In the second example we are supplying services to customers. So look at the two process models and ask the questions: what similarities are there between books and consulting services? Your answer might be something along these lines:





Making Useful Abstractions


Within the context of these event responses/use cases, both books and consulting services have descriptions, prices and availability. We use the abstraction ladder in Figure 4 to identify common characteristics and to define a higher level of abstraction. Both books and consulting services are products that we sell in response to orders from customers. Our processes for supplying books and services have some similarities, for instance we check the customer credit and calculate the charge in both cases. So we can say we have some processing policy that is common to all products. Of course there are also some differences between the two event responses because of the individual differences between books and services.
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Figure 4: The abstraction ladder illustrates how discovery of generic patterns requires thinking at different levels of abstraction





Determine Book Availability checks to see if the book is in stock and if it is then the book is available to fill the order. If the book is out of stock then, providing it is still in print then Create Back Order process creates a back order for the book. Determine Service Availability checks to see if there is a consultant available to provide the service when the customer wants it and if there is then the consultant is scheduled. If there is no consultant available then Create Alternative Schedule produces an alternative schedule which is offered to the customer.





By abstracting from the above description we can build an event response/use case model that abstracts the similarities and specifies the differences between the two sample events.
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Figure 5: A requirements process pattern for the event: Customer wants to buy a product.








We discover that some parts of the event response have the same pattern regardless of whether we have a goods product or a service product. Check Customer Credit behaves the same way for a book order, a stationery order, a consultancy order or an order to fix the plumbing. Other parts of the event response vary depending on the type of product with which they are concerned. For instance, Find Alternative Product produces a back order in the case of a goods-related product. However a service-related product requires a response that looks for alternative ways of scheduling the service that the customer has requested. These variations in response depending on product type can be specified as alternatives within the pattern’s description of the individual process. 





The point is that our requirements process pattern could be used as the starting point for any system that receives orders from customers. The pattern makes it possible to use detailed knowledge that has been analysed, specified and refined by many other requirements engineers.





The Connection With Data Patterns


The patterns we have reviewed all focus on the system’s processing response to one event or use case. These patterns are referred to as requirements process patterns. We can also use the concept of events/use cases to capture requirements data patterns.  
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Figure 6: A requirements data model for the event: Customer wants to buy a book.





Rather than building one gigantic, unmanageable data model, we can use event/use case partitioning and build a data model to support one event/use case. This is similar to the approach we take when we build individual process models for each event/use case. 





The event response/use case model in Figure 1 shows the processing that takes place in response to the event: Customer wants to buy a book. Figure 6 is the data model for the same event. This model specifies the business entities and relationships that must exist in order for the system to respond to the event. For example the model shows us that a Book has an Ordering Relationship with Book Order. The model also tells us that an instance of a Book can participate in an Ordering relationship with N (many) Book Orders and that a given instance of a Book Order can participate in an Ordering relationship with many Books. 





Figure 7 is another example of using the event/use case partitioning to build a data model that focuses on the data for one event: Customer wants to buy a consulting service 
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Figure 7: A requirements data model for the event: Customer wants to buy a consulting service.





The data models are a static view of the entities and relationships. The process models contain details of the creation, referencing, updating and deletion of the entities and relationships. In Figure 1 we see that process 1: Check Customer Credit references a store of the Customer entity to find out the Customer Credit Status. We can also see that under some circumstances, described in the process specification, the process creates a New Customer.  Other processes that have their own reasons to being interested in the Customer entity will specify those details in their individual process specification.





The process model contains definitions of the stores that are accessed by processes. 


e.g.. Customer =


Customer Name


Customer Address


Customer Credit Status)





The store Customer on the process model is equivalent to the entity Customer on the data model, so the same definition supports both the process and data models.





The more we know about the details of an event response, the better we are able to specify a more abstract pattern that will be helpful in a variety of circumstances.  The data model in Figure 8 is the result of abstracting the data models for Customer wants to buy book and Customer wants to buy consulting service. 
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Figure 8: A requirements data pattern for the generic event: Customer wants to buy a product.





The model shows us that a Service Product and a Goods Product share the characteristics defined in Product, and that all Products can participate in the Ordering relationship with Order. However the Service Product and the Goods Product have their own unique relationships. We could use this model as a pattern for any event/use case when a customer wants to buy any type of product. 








Selecting and Using  Process Patterns


Suppose that you have access to a pattern book containing a variety of requirements process patterns. At the beginning of a project your first concern is to identify any existing patterns that are relevant to your work. If your patterns are catalogued by event/use case, then you can use the event as your accessing mechanism. 
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Figure 9: The stages involved in accessing patterns that have been captured by previous projects.








The stages you go through (defined in detail in Robertson 1994) are:





1. Set the context for your project. This defines the boundaries of your project and puts you on the road to identify relevant patterns.





2. Do an event/use case partitioning and list the event/use case names, input and output on the event list. This breaks your system into manageable, logically related chunks.





3. For each event/use case on the list look up relevant patterns by matching event/use case name with all or part of the pattern name. For instance, if you have identified an event called Customer wants to buy groceries, then you can match that with the pattern called Customer wants to buy product. Then your starting point is the detailed pattern for Customer wants to buy product rather than starting the analysis from scratch.





By using the event/use case as a pattern cataloguing tool and as a project partitioning tool you can progressively build up your pattern catalogue and access the appropriate patterns for your project. One benefit of this approach is the time you save by avoiding re-analysis and re-specification of processes that you have already analysed many times before. This is a considerable saving when you consider how long it takes to analyse and specify all the processing details for an individual event/use case. 





Another benefit is earlier and more relevant feedback from users. You can use an event/use case process pattern as the starting point for requirements analysis. Tell the users that the pattern is a general statement of one of their business events. Walk the users through the model and ask them to tell you about the differences between their business policy and the pattern. The pattern acts as a prototype and helps to generate feedback that would normally take many sessions to discover.








Conclusions


Event/use case partitioning is widely used as an approach for partitioning large systems. By the process of abstraction we can build requirements process patterns for generic events/use cases. The resulting requirements process patterns can be categorised by event/use case name and by input and output definitions. Context analysis and event/use case partitioning provides a way of identifying and using relevant patterns early in the life of the project. 
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